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Abstract 

Using open source code in commercial software development is gaining more and more mo-

mentum during the recent years. While providing benefits along all three dimensions of the 

software development’s magic triangle of cost, time and scope, use of open source in com-

mercial setting holds certain risks and challenges that can be addressed with FLOSS govern-

ance and compliance in the organization. However, the surveys show that about a half of the 

companies dealing with open source in their software development do not have any specific 

FLOSS governance procedures. The objective of this thesis is to develop a theory of FLOSS 

governance and compliance best practices in software development companies. The study 

uses case study research methodology applied to five German companies. The best practices 

are derived from the data collected during semi-structured interviews with the help of Qualita-

tive Data Analysis. Key research findings are summarized and the full list of derived best 

practices in the form of best practice patterns is presented. The formulated best practices in 

the categories “Policies”, “Processes” and “People and Tools” can be used by software com-

panies to leverage the advantages of using open source while mitigating the associated risks. 

 

Keywords 

Open source software, FLOSS, FOSS, proprietary software, FLOSS government, open source 

license compliance, software development management, case study, best practice 
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1  Introduction 

1.1  Original Thesis Goals 

The goal of this master thesis was to build a theory of the Best Industry Practices of FLOSS 

Governance and Compliance through exploratory multiple case studies conducted with five 

specifically selected companies. 

The following work packages were planned to be completed in frames of this thesis: 

 Define the research question and research approach 

 Conduct the literature review following the methodology of Webster & Watson (2002) 

 Review and adjust the initial research question 

 Prepare and conduct the first case study research 

 Analyze collected data following Qualitative Data Analysis methodology 

 Review and adjust the initial case study plan 

 Conduct the remaining four case studies 

 Analyze newly collected data following Qualitative Data Analysis methodology 

 Aggregate the results of the case studies’ analysis to determine the common best 

practices 

 Summarize the most important research findings  

 

The focus of this thesis is set on industrial best practices of FLOSS governance and 

compliance, therefore the case study research methodology was chosen. The goal was to 

compare the best practices suggested by considerably limited scientific literature available on 

the topic and the common best practices used in the industry. Since there is no solid theory of 

FLOSS governance and compliance best practices to be found in the literature, this thesis was 

called to make a contribution to this novel research area. 

In order to achieve optimal aggregation of the literature and industrial insights, literature 

review was selected to be one of the first steps of the master thesis. The goal of the literature 

review was to gain an overview of the available research, refine the research question, define 

the top-level categories of best practices and prepare for the future case studies. 

The companies for the case studies were to be selected through theoretical sampling based on 

the various characteristics, such as: type of business, size, maturity.  

Case studies were to be carried out following the methodology suggested by Yin (2013). The 

goal was to build up an iterative process by adjusting and improving the case study plan based 

on the results of each conducted case study. 

The research results presentation was called to provide a clear summary of the most important 

research findings, while also providing the handbook of concisely formulated best practices 

derived from the research. 

1.2  Changes to Thesis Goals 

Due to the time constraints and limited availability of the industry partners, it was not possible 

to conduct two interviews with Company 3, following the initial plan. Only one interview with 

this partner was conducted in frames of this thesis. 
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2  Research Chapter 

2.1   Introduction 

The beginning of Open Source era was marked with the establishment of GNU project 

(http://www.gnu.org/) and the Free Software Foundation (http://www.fsf.org/) in 1980’s. Free 

Software is defined by GNU as 

“Software that respects users' freedom and community. Roughly, it means that the users have 

the freedom to run, copy, distribute, study, change and improve the software. Thus, “free soft-

ware” is a matter of liberty, not price. To understand the concept, you should think of “free” as 

in “free speech,” not as in “free beer”. We sometimes call it “libre software,” borrowing the 

French or Spanish word for “free” as in freedom, to show we do not mean the software is gra-

tis.” (“What is Free Software?,” n.d.) 

The term “Open source software” defines almost the same software category, with the major 

difference being that free software is a social movement, while open source is a development 

methodology (“Free Software Philosophy,” n.d.),(Stewart & Gosain, 2006). The differences in 

these definitions are not relevant for the conducted research, therefore terms “Open Source”, 

“OSS”, “FOSS” and “FLOSS” will be used as synonyms in this thesis.  

Using open source software is a popular code reuse method in industrial software develop-

ment. (Chang, Lee, & Yi, 2010). 90% of respondents of “Future of Open Source Survey” con-

ducted in 2016 by North Bridge and Black Duck (Hammond, Santinelli, Billings, & 

Ledingham, 2016) stated that Open Source improves efficiency, interoperability and innova-

tion. The reasons why companies use  FLOSS include possibility to speed up the development 

process and focus own resources on core competence; no licensing costs; quality of solutions; 

freedom from vendor lock-in; easy customization. (Hammond et al., 2016), (BearingPoint, 

2012). According to Jeff Hammond, principal analyst at Forrester Research, open source is a 

“silver bullet” that allows simultaneous improvement along all three dimensions of the soft-

ware “iron triangle” of cost, schedule and features. (Black Duck & BearingPoint, 2013) 

With 57 million repositories currently available on GitHub (Firestine, 2017) – the biggest 

open source code host in the world – and tempting benefits that open source reuse provides, 

using open source components in commercial product development has become a natural 

practice. “We use open source software in nearly everything we do because it helps us pro-

duce higher quality software, better and faster.” – states Dr. Yunjae Jung, Principal Specialist 

at Samsung SDS (Black Duck, 2015). However, according to Hammond et al. (2016), 50% of 

companies have no formal policy for selecting and approving open source code. 

While using FLOSS in software product development can be highly beneficial, it is necessary 

to be aware of the associated risks and potential problems (Fendt, Jaeger, & Serrano, 2016). 

Some of the most significant problems include:  

• license violations associated with legal implications that can damage the brand and lead 

to significant material losses (Chang et al., 2010) 

• a wide range of available OSS components making the selection process challenging 

and the importance of thorough evaluation (Höst, Oručević-Alagić, & Runeson, 2011) 

• potential technical failure and security risks (BearingPoint, 2012) 

Satisfying license obligations is the basic responsibility of every company exploiting FOSS in 

their products. However, with more than 360 different open source licenses existing nowadays 

http://www.gnu.org/
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(Fendt et al., 2016), this is not a trivial task. In order to be able to mitigate the risks and lever-

age the benefits of using open source to its fullest, it is necessary to establish effective FLOSS 

governance in the company (Höst et al., 2011). 

The goal of this research is to formulate the best practices of FLOSS governance and compli-

ance suggested both by scientific literature and by industrial experience, which can be used as 

guidelines by companies on their journey to effective FLOSS governance. 

The paper employs exploratory case study research methodology, while conducting case stud-

ies at five different companies. Collected data is analyzed using qualitative data analysis tools 

in order to derive the best practices. 

Following the introduction, key findings from conducted literature review are presented in 

section 2.2 of this paper. In section 2.3, the research question is outlined. Section 2.4 describes 

the research approach, while section 2.5 outlines used data sources and provides company 

context for the participating industry partners. In section 2.6, the main findings from the case 

studies are presented, while section 2.7 briefly discusses the study’s limitations and outlook. 

Elaboration chapter contains full results of the conducted literature review under section 3.1 

as well as the entire list of derived best practices in form of a concise practices handbook un-

der 3.2. 

2.2  Related Work 

With the rise of open source software in the recent decades, there is lots of scientific research 

available on different aspects of FOSS phenomena, such as open source development philoso-

phy, motivation behind participating in FOSS projects, comparison of open source and propri-

etary software products and so on. Most of this research is not relevant for the purposes of this 

thesis. In frames of this research work, it was a clear purpose to investigate in depth solely the 

works, focusing exactly on the area of interest, which is: recommendable practices for FOSS 

governance and license compliance in commercial setting. I.e. how companies can deal with 

the specifics of reusing open source code / components in the development of their (commer-

cial) products most efficiently.  

The literature review was performed following the methodology suggested by Webster & 

Watson (2002). Twenty papers were selected for literature review through literature sampling. 

In order to get the broader and more practice related view on the topic, whitepapers of promi-

nent companies successful in the field of FOSS governance were taken into consideration next 

to scientific publications. Based on the literature review, certain categories and sub-categories 

on the topic were gradually determined. The higher-level categories include “People”, “Pro-

cesses”, “Tools”, “Policies” and “Strategy”. These categories are in line with previous re-

search. R. Kemp (Kemp, 2010) mentions that FLOSS governance is a complex task and can 

be viewed as consisting of several building blocks, such as: the people context, the strategic 

context, the policy context and the process context. He also distinguishes an “achievements to 

date” context, which was left out of scope of this research. Each of the categories contains 

multiple sub-categories, which will be discussed further. The determined categories composed 

a comprehensive literature review framework, which was filled out for each of the reviewed 

papers. The most important findings are summarized further in this chapter and the complete 

results table can be found in appendix. 

The literature suggests that the first step on the way to successful FOSS governance is the def-

inition of company’s FOSS policy (Haddad, 2010d), (Mutkoski, 2004), (Kemp, 2010), 
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(BearingPoint, 2012). Since we chose not to include the “initial establishment of FLOSS gov-

ernance” and “strategy” dimensions into the research scope, the results of conducted case 

studies concentrate on the specific practices regarding FLOSS policies in the company, and 

not on the high-level FOSS policy concept. 

One of the important points ensured by company’s FOSS policy can be creating and maintain-

ing good relationship with FOSS community, since the community provides source code, sup-

port, documentation and testing for the FOSS software (Haddad, 2010d). Many companies 

have their employees as members of FOSS communities and this proves to be a good practice 

(Chang et al., 2010). The practice of getting involved in FOSS communities was repeatedly 

mentioned in the interviews with industry partners as a highly recommendable proceeding, 

fostering the communication with FOSS communities and contributing to the FOSS compo-

nents’ selection process.  

Contributing changes back to the open source project can be beneficial, since it makes it eas-

ier to include updates / bug fixes of the open source component (Höst et al., 2011). However, 

this might cause leaking of essential organizational IP (Höst et al., 2011). Most of the industry 

partners emphasize the importance of contributing back and mention that usually its benefits 

outweigh the risks connected with organizational IP and other legal issues. 

The majority of the reviewed papers emphasize the importance of trainings. Haddad (2011b) 

and Koltun (2011) point out that all relevant stakeholders, i.e. all staff that come into contact 

with FOSS either on procurement, development or shipping stage, need to be sufficiently edu-

cated on FLOSS policies. Case study results confirm these findings. Each partner company 

either has open source trainings in place or realizes the need for them and plans to introduce 

such trainings in the nearest future. 

Another mechanism fostering FLOSS governance and compliance is providing clear practical 

guidelines covering, for example, the description of most commonly used FOSS licenses 

(Haddad, 2010b), whitelists and blacklists of approved/denied FOSS packages and licenses 

(BearingPoint, 2012), common mistakes and how to avoid them (Haddad, 2010c). Conducted 

case studies are in line with these recommendations. Most of the industry partners involved 

either already have such guidelines developed or are currently working on them, depending 

on the company’s maturity level. 

Carrying out FLOSS governance, it is necessary to remember that there are two entry points 

for FOSS into a product: developer and supplier (BearingPoint, 2012). While the practices 

outlined above provide guidance on how to manage the “developer” entry point, it is crucial 

to realize that similar practices must be applied to third party supplied software, since the dis-

tributor is responsible for all the code contained in the product. It is important to adjust supply 

chain procedures to assure FOSS license compliance of acquired components (Haddad, 

2010c). A best practice is to request detail FOSS usage declarations from the binary compo-

nents suppliers with information about integrated open source components and the measures 

taken to fulfill the license requirements (Fendt et al., 2016). Another best practice mentioned 

by our industry partners is clearly regulating the responsibilities for the code with the help of 

an explicit contract with the supplier. 

Defined FOSS policies should be implemented in form of processes, which have to be effi-

cient and light weight (Haddad, 2010b). The FLOSS processes have to take the strain of 

FLOSS governance (Kemp, 2010). It is crucial that the overhead of the process is outweighed 

by the benefits that the process yields. The process descriptions found in (Haddad, 2010c), 

(Haddad, 2011a), (Koltun, 2011), (Fendt et al., 2016), (Black Duck, 2016a), (Black Duck & 

BearingPoint, 2013) were analyzed and aggregated into a sample FLOSS governance process, 
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which can be found in section 3.1, with detailed description of each phase and recommenda-

tions for its successful implementation.  

In order to be effectively implemented the process dimension must be supported by “People” 

and “Tools”. According to Kemp (2010), in order to tame a company’s open source usage and 

ensure effective FLOSS governance, a number of stakeholder groups should be involved, 

while integrating and cooperating in a supportive and positive way. The majority of reviewed 

papers suggest the need to establish a core and extended FLOSS governance team, as well as 

to assign a FLOSS Compliance Manager (also known as Compliance Officer, Director of 

Open Source, etc.) - the head of the core FLOSS governance team. Conducted research goes 

in line with these findings from the literature. The importance of the core and extended team 

as well as an Open Source Director position was repeatedly brought up by our industry part-

ners during the interviews. 

Core team, called Open Source Review Board (OSRB) in (Haddad, 2010c), should consist of 

Legal Representative(s), Engineering and Product Team Representative(s) and Compliance 

Officer. Similar structure of the centralized FLOSS governance team was mentioned in the In-

terview 3. The OSRB reviews and approves FLOSS usage requests and serves as steering 

committee for company’s FLOSS strategy (Haddad, 2010d). According to the Interview 3, 

Open Source Director also plays an important role in strategic open source foresight. From 

strategic point of view, it is crucial to gain executive C-level commitment to FLOSS govern-

ance and compliance (Haddad, 2010b), (Kemp, 2010), (Black Duck, 2014). The extended 

team should be built of various individuals from different departments, who contribute to 

FLOSS governance effort on an on-demand basis, according to the tasks assignments from the 

core team (Haddad, 2010c). These recommendations are confirmed with our research 

According to BearingPoint (BearingPoint, 2012), it is impossible to take a firm grasp on 

FOSS governance with manual processes. The complexity of the associated tasks is too sheer, 

making manual methods doomed for incompleteness, inconsistency and non-sufficient speed 

to keep up with the modern agile development lifecycle. Therefore, there is a strong need for 

automation (Haddad, 2011b), (BearingPoint, 2012), (Black Duck, 2016a). The absolute ma-

jority of the reviewed papers emphasize the importance of using source code-scanning tools. 

The case studies results go in line with these findings.  

Other advised tools mentioned in the literature include project management tools, Bill of ma-

terials (BoM) difference tool; dependency tracking tool; binary scanning tool; code janitor 

tool; source code peer review tool; license to requirements mapper; product FOSS documen-

tation generator; product FOSS code collector (Haddad, 2010c), (Fendt et al., 2016). How-

ever, none of these tools were brought up during case studies. 

The most recent papers mention holistic solutions, uniting all of the tools mentioned above 

and enabling companies to streamline the entire FOSS process. One example of such tool is 

Black Duck software suit, which automates search, selection, approval, validation and moni-

toring of FLOSS in the product development. It enables companies to integrate FLOSS gov-

ernance tasks into software development process in an effective way, while avoiding unneces-

sary delays and developers‘ resistance to the process overhead (Black Duck, 2016a). Whitepa-

pers (Black Duck, 2015) and (Black Duck, 2014) provide the success stories of the Black 

Duck customers who have managed to take a grasp on their FLOSS governance with the help 

of the process automation. Such holistic solutions are not currently used by our industry part-

ners, not even by those in the highest maturity level. 

In section 3.1 the full literature review results are presented describing the current state of the 

research in the field as well as all the practices found in the literature in greater detail.  
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2.3  Research Question 

The central research question of this thesis is: 

“What are the industry best practices of FLOSS Governance and Compliance?” 

During the literature review the following categories of the best practices arose, which were 

consequently confirmed by the results of qualitative data analysis of the data collected during 

the case studies: 

 People & Tools 

 Policies 

 Processes 

Other categories suggested by the literature review, such as “Strategy” and “Initial FLOSS 

governance establishment” were intentionally left out of scope of this thesis.  

The goal of the thesis is to derive a theory of best practices in the above mentioned categories 

and present them in form of a practical handbook of best practice patterns as well as to 

concisely summarize the most important research findings.  

2.4  Research Approach 

After elicitating the categories of the best practices during the literature review, case study re-

search methodology was selected for deriving the best industrial practices in these categories. 

This research method was chosen since the research question concerns itself with a complex 

real life phenomenon – industrial FLOSS governance. The elicitation of the best practices re-

quired a comprehensive and “in-depths” investigation of this phenomenon in its real-life con-

text. This thesis follows the methodology suggested by Yin (2013) and takes the paper of 

Harutyunyan (2016) for reference regarding practical application of the Yin’s methodology. 

Yin defines the following stages of the case study: preparing for the case studies, selecting the 

candidates for the case studies, collecting and analyzing data, deriving and presenting results. 

In the first step, the embedded multiple-case design was selected for the case study, with best 

practices of FLOSS governance in the organization being an embedded unit of analysis, and 

each company being a separate case. Preparation phase also included developing the case 

study protocol, which can be found in the Appendix A. The used template for case study pro-

tocol is suggested by Brereton et al. (2008). Checklist for Software Engineering Case Study 

Research (Höst & Runeson, 2007) was filled in for the sake of quality assurance of the con-

ducted research. It can be found in Appendix C. 

In order to contribute to the versatility and objectivity of the derived results, screening of 

available case candidates was performed for the selection of industrial partners. The cases 

were selected based on the following criteria: 

• Type of product / service 

• Type of customer 

• Market position 

• Size 

• Maturity 
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The goal was to investigate different types of companies in order to be able to comprehend 

the differences in best practices depending on the characteristics of the company. 

Following Yin’s recommendations, an iterative approach was used during this research work, 

i.e. interview questions, case study design and codebook were further improved after finishing 

each case study based on the recent learnings. The data collection was realized mostly through 

interviews with industry partners. Used data sources are described in detail in the next chap-

ter. Data analysis using QDAcity – a qualitative data analysis tool developed in Open Source 

Research Group at FAU – was performed in parallel with data collection. 

Based on the results of qualitative data analysis of the data collected in all five cases, a hand-

book of best practices of FLOSS governance and compliance was developed. The practices 

are presented in the form of patterns describing the actor, context, problem and solution in the 

Elaboration chapter, in section 3.2. The “ Research Results” part of the research chapter pro-

vides a summary of the most important findings of the conducted case study and presents an 

overview and interconnections between the derived best practices.  

2.5  Used Data Sources 

The main data source for this thesis results were semi-structured interviews conducted with 

the selected industrial partners. Data gathering was performed in close cooperation with 

Nikolay Haratyunyan. The following table provides an overview of the selected companies: 

Size \ Maturity level Startup Growth Mature 

Small   Company 5 

Medium  Company 2 

Company 4 

Company 3 

 

Large  Company 1  
Table 1. Classification of industry partners 

The companies on “Startup” maturity level were intentionally left out, since the goal of this 

research was to derive the best practices, which are unlikely to be solidly formed on the 

“Startup” level of maturity. Out of the five participating companies, two create proprietary 

software products, two create open source software products and one is specialized in 

consulting on open source topics. 

The following data was collected: 

 Two interviews with Company 1 

 One interview with Company 2 

 One interview with Company 3 

 One interview with Company 4 

 One interview with Company 5 

Company 1 is a large IT services provider that mostly uses project oriented approach. They use 

open source components in their software development and are currently in the “Growth” 

maturity level. Two interviews were conducted with this company: the first one with the head 

of functionality of the development team and the project manager of one of the company’s 

biggest projects; the second one -with the head of requirement engineering and solution design 

team and the project manager of another one of the company’s biggest projects. 
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Company 2 is an experienced medium-sized open source consulting company. This company 

specializes in supporting their clients in using open source components. This includes both 

software development and consulting activities. The interview was conducted with the 

company’s CEO and provided valuable insight into best practices of FLOSS usage and 

governance from a somewhat different perspective. For instance, this industry partner provided 

us with a number of examples of negative consequences caused by insufficient FLOSS 

governance. 

Company 3 is a medium-sized mature open source software company. The interview was 

conducted with the company’s Director of Open Source. This interview provided an 

exceptional insight in the FLOSS governance team organization and particularly the role and 

responsibilities of the Director of Open source in a company. 

Company 4 is a fast growing medium-sized software product development company. The 

company was originally specialized in open source software development, but has been partly 

shifting to the commercial business models in the recent years. The interview with the 

company’s head research and innovation engineer let us gain insight into the practices adopted 

by companies finding themselves in the fast growth phase, where the need for well-

established FLOSS governance processes is constantly increasing, while not everything is 

settled yet. 

Company 5 is an IT department of one of the biggest German car manufacturers. The 

interview was conducted with the Open Source Compliance Manager and provided a lot of 

highly valuable information on FLOSS governance and compliance practices used by this 

mature company in their software development. 

2.6  Research Results 

As a result of this research work, a theory of best industry practices of FLOSS governance 

and compliance was formulated by presenting the best practices in the form of patterns in the 

following categories: 

 Policies 

 Processes 

 People and Tools 

The full list of best practices can be found in the elaboration chapter. In this section, the 

results are summarized and most important research findings are presented.  

Figure 1 illustrates the way different best practice categories interconnect with each other. 

“People” and “Tools” are brought together under the common category “Infrastructure”, 

which realizes FLOSS governance processes, defined by FLOSS governance policies. 
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Figure 1. Relations between categories of best practices 

A total number of thirteen best practices were derived during conducted case study research: 

 six practices in the category “Policies” describing advantageous approaches which 

company’s FLOSS policy should embrace;  

 three practices in the “Processes” category outlining crucial phases of the FLOSS 

governance process and recommendations for their successful implementation; 

 four practices in the category “People and tools” providing insights into advisable 

staffing and team structure for successful FLOSS governance, as well as 

recommendations for tool usage. 

Figure 2 presents the interconnections between all the derived best practices. Different shape 

colors stand for different categories: 

 blue – policies,  

 yellow – processes,  

 orange – people,  

 green – tools. 

Different types of connecting lines indicate various types of relations, which are explained in 

the figure’s legend. The pointed end of the lines implies the direction of relation. 
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Figure 2. Overview of derived best practices 
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In the elaboration chapter derived practices are presented in the form of best practice patterns, 

highlighting the actor executing the practice, the context in which the practice should be used, 

the problem it solves and the solution it provides. Each practice has references to the 

interviews and literature sources where it was mentioned. As illustrated by figure 2, derived 

practices are interconnected. These interconnections are mentioned in the best practice 

patterns. Table 2 provides an example of how a best practice description looks like: 

Name Respect the license 

Actor Every employee 

Context You are using / planning to use open source components in your software development 

Problem How to ensure compliance of your software? 

Solution Be aware of the different open source licenses and ensure compliant usage of open source 

in software development. Use Create compliance guidelines and Conduct trainings 

practices to provide preventive measures. Include licensing aspect into selection criteria 

in frames of Select wisely practice. Apply Approve and Using code scanning tools 

practices to ensure that only approved open source software is used in the products and 

thus assure software compliance. Although, you should not rely solely on scanning tool, 

but groom the understanding and respect to open source licenses in your employees 

instead. In case legal department concludes that a certain license cannot be used in a 

certain software piece – an alternative solution must be selected. You should try to detect 

any incompliances as early in the development process as possible. However, even if 

detected in the late stage – the incompliances must be resolved before software 

distribution. Conduct regular software audits to foster license compliance. You should 

keep track of all the used open source components, their licenses and corresponding 

obligations. After software distribution, the license obligations must be fulfilled. 

References Interviews: 3, 5; Literature: every reviewed paper 

Table 2. Example of a best practice pattern 

Respect the license practice presented in the example is one of the central practices in the 

“Policies” category, since FLOSS License Compliance is one of the main goals of FLOSS 

governance (Kemp, 2010). Another aspect that can come up in this context is the problem of 

license incompatibility. Sometimes license incompatibility can be solved with separate 

compilation of different parts of the software. An example of this practice provides Company 

4, who release the base version of their software under GPL and develop separately compiled 

commercially licensed plugins for it. This trick can be used by companies tackling the 

problem of license incompatibility. 

Contributing to successful implementation of Respect the license practice are Creating 

guidelines and Conducting trainings. Based on the conducted case studies we can see that 

companies in the Growth maturity level (Company 1, 2 and 4) are not conducting such 

trainings for their employees at the moment. Whereby for the medium-sized companies 2 and 

4 this is caused by company’s reliance on the internal expertise of the employees and well-

established informal connections between staff members; while the large-sized Company 1 is 

adjusting their training plans at the moment, which is typical for a company gaining maturity. 

Our partner from Company 1 emphasizes the importance of trainings by his statement: “such 

trainings make your mind reset for compliance issues”. Both of the mature companies 

participating in the case study conduct FLOSS governance and compliance trainings for their 
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employees. Company 3 integrates compliance training in the regular project onboarding 

activities. Company 5 employs a self-developed web-based compliance training. Research 

findings suggest that software development companies striving for successful FLOSS 

governance and compliance should conduct corresponding trainings for their employees in 

any of suggested formats. 

Another important practice, mentioned by all our industry partners is Contribute back. Our 

partner from Company 2 emphasizes the importance always to give the code modifications, 

either bug fixes or new features, back to community. They provide examples of how not 

contributing back can result in severe problems, e.g. when a company creates a patch with 

new features for an open source component and does not contribute it back. In this case, the 

new version of the open source component cannot be employed by the company without extra 

effort, same as bug and security vulnerability fixes from the community cannot be simply 

adopted. These problems can be avoided by contributing all the performed changes back to 

community. “[taking into account] The advantages of open source and having it patched just 

for yourself - it doesn't give you any advantage” – states our partner in interview 2. Realizing 

the importance of this point, our partners from Company 3 include considerations on how 

easy it will be to contribute back to open source community into OSS component selection 

process. He says: “We prefer not to fork or keep our own branch and code. It is very costly, it 

is hard on the project, it is hard on the companies, it is hard on everybody involved. So the 

best practice is: we contribute everything back. That's why earlier we talked about one of my 

criteria is what's our ability to contribute to the project.” Based on the research findings, I 

suggest that software companies should employ the practice of contributing changes back to 

the open source community. 

Closely connected to Contribute back is the practice Involve in FOSS communities. Most of 

our industry partners mention that having employees as members of FOSS communities is 

beneficial both for Contribute back and Select wisely practices. It is easier to get information 

about community, communicate with community and give changes back to community when 

your employees are involved in those. In Interview 5, our partner emphasizes that it is 

important to pay attention to legal regulations and company IP while contributing to FOSS 

communities. It is necessary to decide whether employees should contribute as individuals or 

from the company’s name, eventually get clear with CLAs, ensure that the contributed code is 

high quality and its release does not harm the company’s core IP. Useful instruments for 

achieving these goals can be peer or legal reviews. Based on conducted research, a 

recommendation for software companies is to have their employees as members of FOSS 

communities, while keeping in mind associated legal and IP issues. 

The practices in the “Processes” category concentrate on three crucial phases of the FLOSS 

governance process: selection, approval and cataloging. Select wisely practice highlights the 

importance of smart selection of open source components to use and provides recommended 

selection criteria employed by industry, such as: technological aspects, legal aspects and 

community aspects. It is recommended to opt for diverse communities not driven by a single 

company in order to avoid vendor lock-in. It is emphasized that being Involved in FOSS 

communities makes the assessment of communities much easier. Following this 

recommendations in their selection process, software companies can leverage the use of open 

source to its fullest. 

Approval step in the FLOSS governance process is essential for achieving FLOSS 

compliance. Having open source use approved before implementing it allows companies to 

stay compliant. However, there is a need for balance between checking all necessary changes 

and turning approval into process bottleneck. Mature companies tend not to rely on the 
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centralized team for approving every small change, but rather educate their engineers and 

only turn to the core team in case of bigger occurrences, such as an entirely new component to 

be used or a new unknown license coming up. Nevertheless, on the early stages of 

establishing FLOSS governance, it is recommendable to exercise approval as a centralized 

task. In the interview 3, our partner emphasizes that in case a request cannot be approved – it 

is crucial to communicate the reasons clearly to avoid conflicts and raise the open source 

awareness among software engineers. “I think the best practice there is just ensure that the 

people making the request understand why the request can not be approved. If you clearly 

communicate what the issue is then they can come up with alternatives on how to mitigate 

that,” – states our partner. 

Cataloging adopted open source components after their use is critical in order to keep up a 

clear picture of what is inside the company’s software. A negative example brought up by our 

partners from Company 2 pictures a banking company that had seven different versions of the 

same open source library in their system, which eventually led to the system collapse due to 

two of the versions being incompatible. This situation could have been avoided by proper 

cataloging of the software components when bringing them into the system. Thus, a 

recommendation for software companies using FLOSS is to thoroughly document its use in 

order to avoid unexpected problems and foster the component reuse. 

Practices presented under “People and Tools” category indicate the recommendable team 

structure for FLOSS governance team and their required competences. Similar to the 

recommendations found in the literature, industrial practices suggest assigning a Director of 

Open Source, a centralized FLOSS governance team, and an extended team. From the 

conducted case studies we can see that while mature companies have the teams and 

responsibilities for FLOSS governance clearly established, the companies finding themselves 

in growth phase, might not have them well-established yet. For example, medium-sized 

Company 2 does not have a centralized FLOSS governance team. Being a specialized open 

source consultancy in the growing phase, they can rely on the deep open source expertise of 

their employees and omit the centralized governance unit. However, their CEO mentions that 

“if you have thousands of technical people, you cannot have everyone make their own 

decisions. Then you have so many different tools, it is going to get tricky. So, you have to find 

some way of doing the centralized decision. It can be a board or one person, but you have to 

find some way of making those decisions.” This is confirmed by another partner in Interview 

3, claiming: “I think companies not doing an open source review board are making a 

mistake.” Based on these findings it can be concluded that software companies should have a 

centralized team dealing with open source, especially in case if the company is large and / or 

the FLOSS expertise of its employees is limited. 

In contrast to a big number of various tools that can facilitate FLOSS governance mentioned 

in the literature, our industry partners only emphasize the importance of code scanners. 

Whereby the divergence between mature and growing companies can be noticed. While ma-

ture companies are performing code scanning automatically on each software build (Company 

3), growing companies are still on their way towards establishing code scanning procedures 

(Company 1, 4). The research findings suggest that companies dealing with open source 

should use code scanning tool. Although one of our industry partners emphasizes, that while 

automated code scans are highly beneficial, they can not replace raising awareness and en-

couraging responsible FOSS use among company’s employees. 

Although other tools, such as software inventories or SPDX were also sporadically 

mentioned, these references were not considered enough for forming the best practice patterns 

in frames of this study. Based on conducted research, we can conclude that SPDX is an 
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emerging standard that most of the companies have heard of and believe it is worth using, but 

only a few are already actually using it. Among our partners, only Company 5 is using SPDX 

in their work. They require an SPDX document with each software delivery from their 

suppliers. In Interview 3, our partner mentions: “It [SPDX] is coming, but it has not been 

universally adapted yet.” Based on these findings, it makes sense for software companies to 

look into SPDX standard and incorporate it in FLOSS governance procedures, for example, 

by asking 3rd party software suppliers to submit an SPDX document together with software 

delivery. 

In this section, the overview of best practices of FLOSS governance and compliance derived 

in frames of this master thesis was presented. Selected practices were elaborated in detail, 

supporting pieces of evidence from the interview raw data were presented and the 

implications for software companies were outlined. Elaboration chapter (Section 3.2) provides 

the full list of derived best practices in form of best practice patterns containing practical 

recommendations for software companies. 

2.7  Limitations and Conclusions 

Main limitations of this study include the restricted number of investigated cases and the 

limited sources of case study evidence. In most of the cases, it was only possible to conduct 

one interview due to time restrictions and limited availability of the industry partners. 

Collecting other sources of evidence, such as documentation (e.g. company’s compliance 

guidelines, training materials) or other artifacts was not possible, since most of the relevant 

artifacts are strictly confidential. 

Conducted research provides a handbook of thirteen best practices of FLOSS governance and 

compliance derived from industrial experience of five different companies. The identified best 

practices are a partial theory and can be completed with additional practices in the identified 

categories as well as beyond the scope of these categories. Suggested theory of best practices 

could be a subject of future confirmatory research. The research findings mostly go in line 

with the results of the conducted literature review, while contradicting some of the points 

mentioned in literature and adding industrial insights and practical recommendations on 

practices’ implementation. Presented practices can be used by companies striving for 

successful open source governance and compliance in their software development. 
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3  Elaboration Chapter 

3.1   Literature Review 

With the rise of open source software in the recent decades, there is lots of scientific research 

available on different aspects of FOSS phenomena, such as open source development 

philosophy, motivation behind participating in FOSS projects, comparison of open source and 

proprietary software products and so on. Most of this research is not relevant for the purposes 

of this thesis. Scientific literature shedding light on usage of FOSS in commercial setting is 

scarcer. In his doctoral thesis (Hauge, 2010) Ø. Hauge identified six ways how organizations 

are adopting OSS:  

• Deploying OSS products or tools in their operation environment as end users. 

• Using OSS CASE tools in their software development. 

• Integrating OSS components into their own or their clients’ software systems. 

• Participating in the development of OSS products. 

• Providing OSS products. 

• Using OSS development practices. 

For this research “Integrating OSS components” is the focal topic with “Participating in the 

development of OSS products” and “Providing OSS products” also being somewhat relevant. 

The other three ways of organizational adoption of OSS are out of scope of this thesis. 

A systematic literature review by M. Höst and A. Oručević-Alagić (Höst & Oručević-Alagić, 

2011) investigates precisely the usage of open source software in commercial product 

development. Out of the four identified categories: 

• Company participation in open source development communities 

• Business models with open source in commercial organizations 

• Open source as part of component based software engineering 

• Using the open source process within a company 

only two are in scope of this research: “Company participation in open source development 

communities” and “Open source as part of component based software engineering”, with the 

latter being the research focus. Only articles concerning themselves with the focal research 

topic of this thesis were considered for literature review. Some of them touched the field of 

interest slightly while shifting the focus to different aspects. For example, in (Arhippainen, 

2003) a case study conducted at Nokia on the use of third-party components is presented. 

Even though the report touches the integration of FOSS components, the focus lies on the 

usage of OTS in general. 

In frames of this research work, it was a clear purpose to investigate in depth solely the works, 

focusing exactly on the area of interest, which is: recommendable practices for FOSS 

governance and license compliance in commercial setting. I.e. how companies can deal with 

the specifics of reusing open source code / components in the development of their 

(commercial) products most efficiently. In order to get the broader and more practice related 

view on the topic, whitepapers of prominent companies successful in the field of FOSS 

governance were taken into consideration next to scientific publications. 

Twenty papers were selected for literature review. The full list of the papers is available in 

appendix. Based on the literature review, certain categories and sub-categories on the topic 
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were gradually determined. The higher-level categories include “People”, “Processes”, 

“Tools”, “Policies” and “Strategy”. These categories are in line with previous research. R. 

Kemp (Kemp, 2010) mentions that FLOSS governance is a complex task and can be viewed 

as consisting of several building blocks, such as: the people context, the strategic context, the 

policy context and the process context. He also distinguishes an “achievements to date” 

context, which was not viewed as a separate category in frames of this research. Each of the 

categories contains multiple sub-categories, which will be discussed further. The determined 

categories composed a comprehensive literature review framework, which was filled out for 

each of the reviewed papers. The most important findings are summarized further in this 

chapter and the complete results table can be found in appendix. 

The literature suggests that the first step on the way to successful FOSS governance is the 

definition of company’s FOSS policy (Haddad, 2010d), (Mutkoski, 2004), (Kemp, 2010), 

(BearingPoint, 2012). A policy is a set of rules for the use and management of FOSS in the 

organization (Haddad, 2010b). While there are examples of sample FOSS policies available 

(The Linux Foundation, 2012b), [4], they can only serve as supporting materials, since there 

is no “one-size-fit-all” FOSS policy. It depends strongly on the individual characteristics of 

each company and has to be aligned with company’s business model and FOSS strategy 

(Kemp, 2010), (Mutkoski, 2004). It is recommendable to start with reaching a high-level 

consensus in the form of FLOSS strategy, covering every business influencing aspect, while 

being aligned with other statements of organizational strategy (Haddad, 2010b), (Fendt et al., 

2016), (Kemp, 2010). The experience report (Black Duck, 2015) points out that the efficient 

usage of OSS combined with mitigating the associated risks was only possible due to clearly 

defined OSS strategy. (Kemp, 2010) provides an example of how FLOSS Strategy statement 

may look like. 

The purpose of FOSS policy is to define how the company is going to leverage the benefits of 

using open source software, while mitigating the associated risks, in a way that is consistent 

with the company’s business model and strategic goals. FOSS policy is also called to provide 

guidance for company’s employees and further FOSS governance process implementation 

(Koltun, 2011). It should define how the company should act in the common scenarios or 

issues regarding FOSS usage (Mutkoski, 2004). It is worth mentioning that according to 

(Black Duck & BearingPoint, 2013): “having a policy against open source is impractical and 

places you at a competitive disadvantage”. According to (Kemp, 2010), a good FOSS policy 

should: be clear and brief; be event driven; set out criteria and decision points for FLOSS use; 

define the information to be collected and tracked. Once FOSS policy is formulated, it needs 

to be enforced throughout the enterprise (Haddad, 2010d). 

One of the important points in a company’s FOSS policy can be creating and maintaining 

good relationship with FOSS community, since the community provides source code, support, 

documentation and testing for the FOSS software (Haddad, 2010d). Such activities as 

reaching out and supporting FOSS organizations; participation in FOSS events and 

conferences are helpful in building relationship with FOSS organization. It is recommendable 

to set up a company website dedicated for distribution of FOSS packages and providing an 

external communication channel with the world and FOSS community. Email contact 

information for FOSS-related questions should be presented on this website (Haddad, 2010b).  

Many companies have their employees as members of FOSS communities and this proves to 

be a good practice (Chang et al., 2010). Contributing changes back to the open source project 

can be beneficial, since it makes it easier to include updates / bug fixes of the open source 

component. However, this might cause leaking of essential organizational IP (Höst et al., 

2011). In this regard, the company’s FOSS policy should clearly regulate the following 
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aspects (Mutkoski, 2004): 

• employees participation in external community projects 

• contributing back to FOSS projects 

• releasing company code under open source license 

• setting up / sponsoring / leading FOSS projects 

In order for the organizational FOSS policy to take action, it is crucial to bring awareness to 

the company’s employees and ensure a good understanding. Therefore, training is an essential 

integral part of the effective FOSS governance (Haddad, 2010d). The majority of the 

reviewed papers emphasize the importance of trainings. (Haddad, 2011b) and (Koltun, 2011) 

point out that all relevant stakeholders, i.e. all staff that come into contact with FOSS either 

on procurement, development or shipping stage, need to be sufficiently educated on FOSS 

policies. In (Haddad, 2010b) the examples of formal and informal kinds of trainings are 

outlined. (Mutkoski, 2004) and (BearingPoint, 2012) highlight the importance of tailoring the 

trainings according to specific employee roles. 

Another mechanism to support FOSS policy implementation is providing clear practical 

guidelines covering, for example, the description of most commonly used FOSS licenses 

(Haddad, 2010b), whitelists and blacklists of approved/denied FOSS packages and licenses 

(BearingPoint, 2012), common mistakes and how to avoid them (Haddad, 2010c). It is 

recommendable to host an internal FOSS web portal, where FOSS policies, guidelines, FOSS 

related publications and presentations are easily accessible for all employees. Other forms of 

internal communication beneficial for FOSS policy enforcement are all-hands meetings where 

executives can show their support to FOSS policy and issuing a periodical newsletter with 

news around FOSS. (Haddad, 2010b). 

Defined FOSS policies should be implemented in form of processes, which have to be 

efficient and light weight (Haddad, 2010b). The FLOSS processes have to take the strain of 

FLOSS governance (Kemp, 2010). It is crucial that the overhead of the process is outweighed 

by the benefits that the process yields. One of the biggest and most vital challenges regarding 

the process is to convince all the relevant stakeholder of the importance and value it holds, 

and make it clear that the only goal of the process is to ensure efficient produce of license 

compliant high quality products (Fendt et al., 2016). The most rewarding way to establish 

FLOSS governance is to integrate the FLOSS management activities into existing software 

development process (Haddad, 2010b), (BearingPoint, 2012). The papers (Haddad, 2011b), 

(Kemp, 2010) and (BearingPoint, 2012) suggest that the initial establishment of effective 

FLOSS governance should be run as any other development project, with sufficient planning, 

proper resource allocation, scheduling and progress tracking. Known project management 

best practices are relevant in this case, and the whitepaper of the Linux Foundation (Haddad, 

2011b) provides an in-depth discussion of how they should be applied to foster successful 

FLOSS governance. 
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The process descriptions found in (Haddad, 2010c), (Haddad, 2011a), (Koltun, 2011), (Fendt 

et al., 2016), (Black Duck, 2016a), (Black Duck & BearingPoint, 2013) were analyzed and 

aggregated into a sample FLOSS governance process consisting of the following phases: 

• Search 

• Select 

• Approve 

o Scanning the source code  

o Identifying and resolving any discovered issues 

o Performing license and / or architectural reviews  

o Deciding the approval for the software component 

• Catalog 

o Registering the approved software component in the software inventory system 

• Use and Satisfy obligations 

o Compiling all the obligations and notices related to the use of FOSS 

o Updating end user documentation to reflect FOSS usage in product 

• Validate 

o Ensuring only authorized code is used 

o Performing a pre-distribution verification of all previous steps 

• Distribute 

o Distributing any applicable software components and making available appli-

cable notices 

o Performing post-distribution verifications 

• Monitor 

Recommendations for each of the process phases provided by literature are outlined further.  

Search. The suitability criteria for software components have to be determined in advance – 

in frames of FLOSS policy. While searching for open source software, it is advisable to start 

with well-known FOSS projects. It is important to take the maturity of the community into ac-

count as well as to leverage the insider knowledge of the employees who are active in the 

community, if any (Höst et al., 2011). In order to achieve efficient search and foster FOSS re-

use, it is recommended to employ a searchable knowledge base of open source code, contain-

ing the associated metadata (BearingPoint, 2012). Insights into successful usage of such tools 

are provided by (Black Duck, 2016b) and (Black Duck, 2015). 

Select. It is vital to assure that only suited components are selected for integration. Common 

selection criteria include: programming language, good code quality, security, maintainability, 

quality of documentation, rather large and robust community, fast reaction on bug reports. Ex-

cept for technical criteria and those connected with the characteristics of the FOSS commu-

nity, it is important to take legal aspects into account, i.e. the constraints posed by licenses 

(Fendt et al., 2016), (Höst et al., 2011). It is advisable to look for the components that can be 

considered “ad hoc standard”, i.e. they are used in many products of the given kind (Höst et 

al., 2011). According to (BearingPoint, 2012), a good solution is to maintain a repository of 

the approved components and oblige developers to evaluate the fit of the components in the 

repository before suggesting new ones. This approach will increase the software architecture’s 

quality and decrease heterogeneity, while saving the effort for future monitoring of selected 

components. 

Approve. It is advised to mandate developers to fill in a request form for every FOSS they 

want to include in company’s software product and to ensure that only approved FOSS 

components are accepted into build system (Haddad, 2010d), (Haddad, 2010b). The request 

form should include description of the FOSS component, open source project behind it and 

the intended use of FOSS in question (Haddad, 2010c). The Linux Foundation provides a 
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sample template for approval request form (The Linux Foundation, 2012a). An incoming 

request from developers for FOSS usage should initiate a source code scan with automated 

source code analysis tool. It is also important to periodically conduct scheduled full platform 

scan (Haddad, 2011a). Regular source code scans provide a possibility to identify used 

FLOSS early in the development process, even in case programmers failed to submit a request 

for its usage, and by doing this to avoid possible extra effort caused by untimely FLOSS 

identification in the product code base (Protecode, 2012), (Link, 2010).  

Once the core FLOSS governance team received a request for FLOSS usage and performed 

the source code scanning, they have to review the request in accordance with company’s 

FLOSS policy, taking into account licensing aspects and eventually supporting the decision 

making process with architecture / link analysis reviews (Haddad, 2010a). It is crucial to 

establish an efficient mechanism for answering developer requests to make sure the requests 

are taken care of early in the development process. It is reasonable to centralize the task of 

reviewing such requests, at least for the initial phase of FLOSS governance establishment 

(Mutkoski, 2004). According to (Black Duck, 2016a), the approval process may easily 

become a bottleneck. The authors point out that with today’s agile development 

methodologies, it is crucial to automate the approval process in order to achieve transparency 

and efficiency. 

Catalog. After the approval, the approved FOSS usage in corporate products should be regis-

tered in software inventory system and uniquely tracked for future references (Haddad, 

2011a), (Fendt et al., 2016). The goal of this activity is to constitute a database of already ap-

proved FOSS with related valuable information and facilitate internal knowledge sharing on 

the component’s usage (Fendt et al., 2016). Cataloging approved components motivates the 

developers to consider reuse of already approved components prior to searching for the new 

ones, which considerably speeds up the development process. Moreover, it helps to increase 

standardization while reducing heterogeneity, product complexity and the maintenance effort 

for FOSS deployment. Similarly to approved FOSS components stored in a repository, a list 

of approved, conditionally approved and rejected FOSS licenses should be managed 

(BearingPoint, 2012). 

Use and Satisfy Obligations. The approval and cataloging are followed by the use of the 

FOSS component in product development. On this stage, it is important to take care of satisfy-

ing license obligations. Normally, these include providing “OSS declaration” document, con-

taining copyright and authorship acknowledgements along with copies of used components’ 

licenses (Fendt et al., 2016). In some cases it is necessary to make the source code of FOSS 

available to the end user (Haddad, 2010a). In case modifications were made to the open 

source code, it is necessary to decide whether to contribute the changes back to community 

(Höst et al., 2011). It is vital to make sure that all licenses obligations were satisfied prior to 

making a product public, since it is a legal responsibility of the distributor – to ensure all li-

cense requirements are met (BearingPoint, 2012). 

Validate. Prior to product distribution, it is necessary to verify the accomplishment of all the 

process steps, to assure that: 

• • The code only contains approved FOSS components. 

• • All necessary compliance actions are performed to satisfy license obligations. 

Similarly to approval stage of the process, verification also includes using of code scanning 

tools to audit the full product code (Protecode, 2012), (Haddad, 2010a). The main target of 

this process step is to ensure that the approved FOSS code is exactly the same code that is 

used to build the product (BearingPoint, 2012). 

Distribute and Monitor. After FOSS is acquired, approved, registered, validated and de-

ployed, and the post-distribution verifications are over, it is critical to not lose sight of the 
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adopted open source components and continue to monitor them over the full lifecycle. Even 

after deployment, issues can arise, such as bug fixes or security vulnerabilities. In this case it 

is important to keep up the visibility of which components are deployed where, to be able to 

solve potential problems efficiently (BearingPoint, 2012).  

Establishing FLOSS governance, it is necessary to remember that there are two entry points 

for FOSS into a product: developer and supplier (BearingPoint, 2012). While the practices 

outlined above provide guidance on how to manage the “developer” entry point, it is crucial 

to realize that similar practices must be applied to third party supplied software, since the dis-

tributor is responsible for all the code contained in the product. It is important to adjust supply 

chain procedures to assure FOSS license compliance of acquired components (Haddad, 

2010c). A best practice is to request detail FOSS usage declarations from the binary compo-

nents suppliers with information about integrated open source components and the measures 

taken to fulfill the license requirements (Fendt et al., 2016). The paper (Koltun, 2011) by the 

Linux Foundation focuses solely on description of compliance best practices with regard to 

supplied software. 

In order to be effectively implemented the process dimension must be supported by “People” 

and “Tools”. According to (Kemp, 2010), in order to tame a company’s open source usage and 

ensure effective FLOSS governance, a number of stakeholder groups should be involved, 

while integrating and cooperating in a supportive and positive way. The majority of reviewed 

papers suggest the need to establish a core and extended FLOSS governance team, as well as 

to assign a FLOSS Compliance Manager (also known as Compliance Officer, Director of 

Open Source, etc.) - the head of the core FLOSS governance team. 

Core team, called Open Source Review Board (OSRB) in (Haddad, 2010c), should consist of 

Legal Representative(s), Engineering and Product Team Representative(s) and Compliance 

Officer. The OSRB reviews and approves FLOSS usage requests and serves as steering com-

mittee for company’s FLOSS strategy (Haddad, 2010d). From strategic point of view it is cru-

cial to gain executive C-level commitment to FLOSS governance and compliance (Haddad, 

2010b), (Kemp, 2010), (Black Duck, 2014). The extended team should be built of various in-

dividuals from different departments, who contribute to FLOSS governance on as-needed ba-

sis, according to the tasks assignments from the core team (Haddad, 2010c). According to 

(Fendt et al., 2016), a beneficial approach for big companies would be for the core team to 

concentrate on high level issues, such as FLOSS strategy and policies definition, setup of the 

processes and infrastructure, organization of trainings, while a separate so called Clearance 

Team takes care of the operational aspects on a business segment level. 

Roles and responsibilities of OSRB, extended team and Compliance Officer as well as the re-

quired competences for these roles are described in great detail in the whitepaper of the Linux 

Foundation (Haddad, 2010c) and further elaborated in the chapter 3 of the book published by 

the Linux Foundation (Haddad, 2016). Several papers, such as (Fendt et al., 2016), (Haddad, 

2011b), (Haddad, 2010b), emphasize the importance of the proper staffing and capacity of the 

FLOSS governance teams, since they can easily become a bottleneck in the process. Experi-

ence reports from Samsung (Chang et al., 2010) and Siemens (Fendt et al., 2016) provide an 

insight into how these companies successfully shaped their FLOSS governance teams.  

According to (BearingPoint, 2012), it is impossible to take a firm grasp on FOSS governance 

with manual processes. The complexity of the associated tasks is too sheer, making manual 

methods doomed for incompleteness, inconsistency and non-sufficient speed to keep up with 

the modern agile development lifecycle. Therefore, there is a strong need for automation 

(Haddad, 2011b), (BearingPoint, 2012), (Black Duck, 2016a). The absolute majority of the 

reviewed papers emphasize the importance of using source code-scanning tools. These tools 
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identify open source code included in the code base and their licenses. This is realized 

through matching of the source code with a knowledgebase of existing open source code. 

Code-scanning tools are normally used on the approval and verification stages of the FLOSS 

governance process (Fendt et al., 2016), (BearingPoint, 2012), (Chang et al., 2010).  

Some papers suggest using project management tools to assist in FLOSS governance for 

recordkeeping, issue tracking, scheduling and reporting on FLOSS governance tasks (Haddad, 

2011b), (Haddad, 2010c). In order to maintain a clear overview of the FLOSS adoption and 

foster effective reuse, it is recommendable to employ software inventory tool or OSS compo-

nent management system (Fendt et al., 2016), (Chang et al., 2010). Other advised tools men-

tioned in the literature include Bill of materials (BoM) difference tool; dependency tracking 

tool; binary scanning tool; code janitor tool; source code peer review tool; license to require-

ments mapper; product FOSS documentation generator; product FOSS code collector 

(Haddad, 2010c), (Fendt et al., 2016).  

The most recent papers mention holistic solutions, uniting all of the tools mentioned above 

and enabling companies to streamline the entire FOSS process. One example of such tool is 

Black Duck software suit, which automates search, selection, approval, validation and moni-

toring of FLOSS in the product development. It enables companies to integrate FLOSS gov-

ernance tasks into software development process in an effective way, while avoiding unneces-

sary delays and developers‘ resistance to the process overhead (Black Duck, 2016a). Whitepa-

pers (Black Duck, 2015) and (Black Duck, 2014) provide the success stories of the Black 

Duck customers who have managed to take a grasp on their FLOSS governance with the help 

of the process automation. 
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3.2  List of best practices 

3.2.1  Policies 

Respect the license 

Name Respect the license 

Actor Every employee 

Context You are using / planning to use open source components in your software development 

Problem How to ensure compliance of your software? 

Solution Be aware of the different open source licenses and ensure compliant usage of open source 

in software development. Use Create compliance guidelines and Conduct trainings 

practices to provide preventive measures. Include licensing aspect into selection criteria 

in frames of Select wisely practice. Apply Approve and Using code scanning tools 

practices to ensure that only approved open source software is used in the products and 

thus assure software compliance. Although, you should not rely solely on scanning tool, 

but groom the understanding and respect to open source licenses in your employees 

instead. In case legal department concludes that a certain license cannot be used in a 

certain software piece – an alternative solution must be selected. You should try to detect 

any incompliances as early in the development process as possible. However, even if 

detected in the late stage – the incompliances must be resolved before software 

distribution. Conduct regular software audits to foster license compliance. You should 

keep track of all the used open source components, their licenses and corresponding 

obligations. After software distribution, the license obligations must be fulfilled. 

References Interviews: 3, 5; Literature: every reviewed paper 

Conduct trainings 

Name Conduct trainings 

Actor FLOSS governance team / Open source director 

Context You are using open source code / components in your software product development 

Problem You want to raise awareness among your employees and foster FLOSS compliance 

Solution Conduct trainings on open source matters for your employees in order to educate them 

on the topic and achieve a mindset for compliance issues. The options for training format 

include sending employees to formal external trainings, incorporating FLOSS training 

into standard trainings, using web-based training solutions. You can integrate FLOSS 

governance and compliance training as a separate agenda item in your regular team 

trainings, e.g. project onboarding or project management training. At first you may rely 

on training materials of more experienced external organizations and eventually as your 

maturity level improves, develop your own training materials. Materials of Linux 

Foundation on open source governance and compliance are a good starting point for 

training development. 

References Interviews: 1, 2, 3, 4, 5; Literature: (Haddad, 2010d), (Haddad, 2010c), (Haddad, 2010b), 

(Haddad, 2011b), (Koltun, 2011), (Fendt et al., 2016), (Mutkoski, 2004), (Kemp, 2010), 

(BearingPoint, 2012), (Chang et al., 2010) 
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Create compliance guidelines 

Name Create compliance guidelines 

Actor Legal department  / FLOSS governance team / Open source director 

Context You are using open source code / components in your software product development 

Problem How to speed up the FLOSS governance and approval process and foster correct open 

source use among your employees? 

Solution Develop compliance guidelines explaining the common rules of open source usage in the 

company, e.g. giving an introduction into the concept of open source and different license 

types, providing the list of licenses that are allowed for usage. Usually compliance 

guidelines are composed by company’s legal department. The guidelines document 

should not stay static, but evolve over time as new licenses or open source components 

come up. The guidelines do not have to be restricted only by legal licensing aspect. They 

can also include description of the company’s FLOSS governance process and internal 

best practices. A recommendable format for such guidelines is a Wiki-like system. In this 

case, maintaining this document, which constantly evolves over time, is the 

responsibility of Open source director. 

References Interviews: 1, 4, 5; Literature: (Haddad, 2010c), (Haddad, 2010b), (Koltun, 2011), 

(BearingPoint, 2012), (Chang et al., 2010) 

Involve in FOSS communities 

Name Involve in FOSS communities 

Actor Software engineer 

Context You are using open source code / components in your software product development 

Problem You want to build a good relationship with open source communities 

Solution Have your employees involved in FOSS communities. This involvement provides a 

source of valuable information about the communities, which can be used for Select 

wisely. Having employees as members of open source community, a company can rely 

on them for the communication with the community and eventually even influence the 

course of action of the developments in the project. Employing this practice directly 

supports Contribute back practice. You should get aligned with Linux Foundation – one 

of the most important organizations in the modern open source world. You may become 

a member of Linux foundation or a comparable organization, which provides a platform 

for discussing FLOSS related matters with other involved companies and share 

experiences.  

References Interviews: 1, 2, 3, 4, 5; Literature: (Haddad, 2010d), (Haddad, 2010b), (Fendt et al., 

2016), (Mutkoski, 2004), (Höst et al., 2011), (Chang et al., 2010), (Black Duck & 

BearingPoint, 2013), (Black Duck, 2015) 
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Contribute back 

Name Contribute back 

Actor Software engineer 

Context You implemented some changes to the used open source component. 

Problem How do you ensure that you can leverage all the advantages of using open source 

components over self-developed components? 

Solution In order to be able to leverage all the benefits of using open source components in 

software development, such as software updates and bug fixes provided by the 

community, it is recommendable always to contribute your changes back to community. 

You should not fork open source projects. You should contribute your changes back since 

it provides benefits in form of code maintenance and further improvement by community. 

You should pay attention to the viability of contributing back to the community during 

selection process. You should always keep your core competence in mind, when 

contributing to open source projects and not let any key intellectual property out. In order 

to ensure the technical quality and legal compliance of the code as well as to avoid 

problem with IP and patents, you can use code review mechanism before submitting the 

contribution to community. A recommendable practice is to develop a checklist of 

important points in cooperation with legal department, which the reviewer can use. 

References Interviews: 2, 3, 4, 5; Literature: (Link, 2010), (Mutkoski, 2004), (Höst et al., 2011), 

(Chang et al., 2010), (Black Duck & BearingPoint, 2013), (Black Duck, 2015)  

Ensure 3rd party software compliance 

Name Ensure 3rd party software compliance 

Actor Engineering manager 

Context You are using third-party components in your software product development 

Problem How to ensure compliance of supplied third-party code? 

Solution Remember that there are two entry points for FOSS into a product: developer and 

supplier. It is necessary to employ mechanisms to ensure that the supplied software is 

compliant in terms of open source usage. In order to mitigate the risks of supplied 

software non-compliance you should strictly regulate the responsibility for the supplied 

code compliance through signing corresponding contracts with their suppliers. You 

should also require an SPDX document with each software delivery. 

References Interviews: 4, 5; Literature: (Haddad, 2010c), (Haddad, 2010b), (Haddad, 2011a), 

(Haddad, 2010a), (Koltun, 2011),(Fendt et al., 2016), (Link, 2010), (Mutkoski, 2004), 

(Kemp, 2010), (BearingPoint, 2012), (Chang et al., 2010), (Black Duck, 2014) 
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3.2.2  Processes 

Select wisely 

Name Select wisely 

Actor Engineering manager / software engineer 

Context You have decided to use open source in your software product development to solve 

particular problem. 

Problem How do you select an open source component to use? 

Solution The first criteria for selection of OSS is that it solves the given problem in a technically 

appropriate way. Another important step in the selection process is checking the license’s 

compatibility with your final product. In case there are several viable options available, 

it is recommendable to evaluate the corresponding FOSS communities. It is advisable to 

choose large diverse communities and avoid communities, which are driven by a single 

company, as well as inactive communities. Robust and active communities are more 

likely to provide support for the component in the future. It is much easier to assess the 

open source communities when you get involved in FOSS communities. You should 

employ an evaluation framework applied to all the viable options during selection 

process. It should take into account technical characteristic, licensing as well as cost-risk 

analysis of using each component, e.g. how justified is each component’s use from the 

economic point of view. 

References Interviews: 1, 2, 3, 4, 5; Literature: (Fendt et al., 2016), (Höst et al., 2011), (BearingPoint, 

2012), (Chang et al., 2010), (Black Duck, 2016a), (Black Duck & BearingPoint, 2013), 

(Black Duck, 2016b), (Black Duck, 2015), (Black Duck, 2014) 

Approve 

Name Approve 

Actor FLOSS governance team / Engineering manager 

Context An open source component was selected for use in your product. 

Problem How do you ensure that this component is suitable and compliant? 

Solution Integrate an approval mechanism in the FLOSS governance process. After you Select 

wisely, the selected component should be reviewed and approved before it can be used. 

Often this is a responsibility of the centralized FLOSS governance team. You want to 

make sure that approval does not become a bottleneck in the process. This can be 

achieved through proper team staffing, delegating some part of the duties to the extended 

team, educating the engineers, providing clear compliance guidelines. You can Use code 

scanning tools to speed up the approval process. In case a request cannot be approved – 

it is crucial to communicate the reasons clearly to avoid conflicts and raise the open 

source awareness among software engineers.  

References Interviews: 1, 3, 5; Literature: (Haddad, 2010d), (Haddad, 2010c), (Haddad, 2010b), 

(Haddad, 2011b), (Haddad, 2011a), (Haddad, 2010a), (Koltun, 2011), (Fendt et al., 

2016), (Mutkoski, 2004), (Kemp, 2010), (BearingPoint, 2012), (Black Duck, 2016a), 

(Black Duck & BearingPoint, 2013), (Black Duck, 2016b), (Black Duck, 2014), 

(Protecode, 2012) 
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Catalog 

Name Catalog 

Actor Software engineer / Engineering manager 

Context An OSS component was selected, approved and used in the product development. 

Problem How do you keep track of all the used components and foster efficient reuse? 

Solution Establish a repository where all the used OSS components are stored along with relevant 

descriptions, e.g. component characteristics, license information, use context. After you 

Select wisely and Approve you should catalog the used element, i.e. add the relevant 

information about it into the repository specifically designed for this purpose. Best 

practice is to use a template for the OSS component description. Cataloging the 

components and their licenses can save a lot of time in selecting and approving the 

components. 

References Interviews: 1, 2, 5; Literature: (Haddad, 2011a), (Haddad, 2010a), (Fendt et al., 2016), 

(Mutkoski, 2004), (Kemp, 2010), (BearingPoint, 2012), (Chang et al., 2010), (Black 

Duck, 2016a), (Black Duck & BearingPoint, 2013), (Black Duck, 2016b), (Black Duck, 

2015), (Protecode, 2012) 

 

3.2.3  People and tools 

Have a centralized FLOSS governance team 

Name Have a centralized FLOSS governance team 

Actor Top management 

Context You are using open source code / components in your product development. You have a 

big number of developers working on the code and not all of them have a lot of 

experience with FLOSS. 

Problem You need to ensure that FLOSS is used rightfully and effectively. 

Solution Have a centralized FLOSS governance team. Typically, the centralized team consists of 

members of legal department, engineering and business representatives (e.g. product 

managers). The responsibilities of the centralized team include ensuring license 

compliance, approving open source components for use, checking and making decisions 

on contributing back to community. This team does not necessarily have to be a formal 

board. It may be enough to have people working on the centralized FLOSS governance 

team for a limited part of their working time (e.g. 20%).  

References Interviews: 1, 2, 3, 5; Literature: (Haddad, 2010d), (Haddad, 2010c), (Haddad, 2010b), 

(Haddad, 2011a), (Koltun, 2011), (Fendt et al., 2016), (Mutkoski, 2004), (Kemp, 2010), 

(BearingPoint, 2012), (Chang et al., 2010), (Black Duck, 2014)  
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Assign an open source director 

Name Assign an open source director 

Actor Top management / FLOSS governance team 

Context You are using open source code / components in your product development. You have a 

big number of developers working on the code and not all of them have a lot of 

experience with FLOSS. 

Problem You need a person responsible for effective, rightful and strategically beneficial use of 

FLOSS. 

Solution Assign a person responsible for FLOSS use in the company. This person is typically the 

head of the centralized FLOSS governance team. This position is often called “Open 

source director”, also known as “Compliance manager” or “Compliance officer”. Open 

source director’s responsibilities include: tracking what is happening in the open source 

world, serving as an interface for all the business functions (engineering, legal, 

marketing) when it comes to the open source questions, ensuring open source license 

compliance and strategic use, defining open source policy and guidelines. 

References Interviews: 3,5; Literature: (Haddad, 2010c), (Haddad, 2010b), (Haddad, 2011b), 

(Koltun, 2011), (Kemp, 2010), (Chang et al., 2010), (Black Duck, 2014) 

Establish an extended FLOSS governance team 

Name Establish an extended FLOSS governance team 

Actor FLOSS governance team 

Context You are using open source code / components in your product development. You already 

Have a centralized FLOSS governance team. 

Problem You need to solve all the issues with FLOSS governance efficiently and do not want the 

centralized FLOSS governance team to become a bottleneck.  

Solution Have an extended team next to the centralized FLOSS governance team. The members 

of the extended team are employees of different company’s departments and are working 

on the specific FLOSS governance issues on an on-demand basis. The examples of such 

issues are: a previously unknown license, which needs particular attention of legal 

department; a choice of an open source component to use which will affect the product’s 

features, thus needs to be reviewed by business stakeholders. You should involve more 

employees to FLOSS governance matters on an on-demand basis, in order to avoid 

turning the centralized FLOSS governance team into a process bottleneck. Building up 

the expertise among engineers may take a lot of burden away from the centralized team. 

References Interviews: 1, 3, 4, 5; Literature: (Haddad, 2010c), (Haddad, 2010b), (Fendt et al., 2016), 

(Kemp, 2010), (Chang et al., 2010) 
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Use code scanning tools 

Name Use code scanning tools 

Actor Engineering manager 

Context You are using open source code / components in your product development.  

Problem You need an effective way to keep track of open source components and ensure license 

compliance. 

Solution Use code scanners in order to keep track of the used open source components and assure 

license compliance of the software. Using code scanners should not be a substitute for 

responsible use of open source by software engineers, but rather serve as an aid in 

verifying the compliance of the software products. This approach is more efficient and 

precise than manual checks. Nevertheless, it may still require certain manual effort to go 

over the scanning results. Especially important is code scanning for 3rd party software 

compliance. Broadly used commercial code scanning tools are offered by Black Duck 

and Palamida. There are also open source tools available, e.g. Fossology, sw360. 

References Interviews: 1, 2, 3, 4, 5; Literature: (Haddad, 2010d), (Haddad, 2010c), (Haddad, 2010b), 

(Haddad, 2011b), (Haddad, 2011a), (Koltun, 2011), (Fendt et al., 2016), (Mutkoski, 

2004), (Kemp, 2010), (BearingPoint, 2012), (Chang et al., 2010), (Black Duck, 2016b), 

(Black Duck, 2014), (Black Duck, 2016a)  
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3.3  Conclusion 

The goal of this study was to develop a theory of industry best practices of FLOSS 

governance and compliance that can be used by software development companies in order to 

leverage the benefits of using open source and mitigate the associated risks. Case study 

research methodology was applied, semi-structured interviews were conducted with industry 

partners from five different companies. Suggested best practices were derived from raw data 

with the help of qualitative data analysis methods and tools. The results of this research 

include a handbook of best industry practices of FLOSS governance and compliance 

formulated in the form of best practice patterns as well as a summary of the key findings from 

case studies. The identified best practices can be employed by software development 

companies striving for successful FLOSS governance and compliance. 
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Appendix A Case Study Protocol 

1. Background 

a) identify previous research on the topic – literature review following the methodology de-

scribed in (Webster & Watson, 2002) on recommendable practices for FOSS governance and 

license compliance in commercial setting was conducted and contributed to research question 

and interview questions formulation. 

b) define the main research question being addressed by this study –“ What are the best Indus-

try Practices of FLOSS Governance and Compliance?” 

2. Design 

a) identify whether single-case or multiple-case and embedded or holistic designs will be 

used, and show the logical links between these and the research questions – Multiple-case and 

embedded design is used, because there are five cases under investigation and each case 

touches multiple best practices. 

b) describe the object of study – FLOSS governance in five different companies. 

c) identify any propositions or sub-questions derived from each research question and the 

measures to be used to investigate the propositions – four categories of best practices were de-

rived during literature review: People, Policies, Processes, Tools. Their investigation is con-

ducted with means of qualitative data analysis. Each category includes a separate subset of 

codes. 

3. Case Selection 

a) Criteria for case selection – diversity based on the following characteristics: type of product 

/ service; type of customer; market position; size; maturity, with size and maturity being the 

central ones. 

4. Case Study Procedures and Roles 

a) Procedures governing field procedures – in total there were siz interviews scheduled with 

industrial partners. Some of them were conducted during personal visits, others – online. 

Some of the interviews were conducted by Nikolay Harutyunyan. The list of interview ques-

tions presented in Appendix B was called to direct the interviews, while adapting to the inter-

viewee’s behavior on the fly. 

5. Data Collection 

a) identify the data to be collected –The main source of data collected from the case studies 

were semi-structure interviews with partners of different open source governance related roles 

in the given company. Interview questions are presented in Appendix B. 

b) define a data collection plan – each interview was recorded and transcribed. Other relevant 

data about each company was additionally pulled in. Data collection for the next cases suc-

ceeded in parallel to analysis of already collected data. 

c) define how the data will be stored – The interview recordings were stored digitally as audio 

files; the interview transcriptions – as text files. 

6. Analysis 

a) identify the criteria for interpreting case study findings – In preparation phase of the case 

study, four categories of best practices were derived: people, policies, processes and tools. 

Each category had a subset of related codes, which were iteratively developed during qualita-

tive data analysis procedures. The results of the research were aggregated based on the cod-

ing. 
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b) the analysis should take place as the case study task progresses – after collecting data for 

one of the case studies – analysis started immediately, while continuing data collection for the 

next case in parallel. 

7. Plan Validity 

a) general: check plan against Höst and Runeson’s (2007) checklist items for the design and 

the data collection plan – The checklist was used to assure the quality and validity of the con-

ducted analysis. Filled checklist can be found in Appendix C. 

b) construct validity -show that the correct operational measures are planned for the concepts 

being studied. Tactics for ensuring this include using multiple sources of evidence, establish-

ing chains of evidence, expert reviews of draft protocols and reports – The systematic use of 

qualitative data analysis techniques ensures the connection of the research results to the raw 

data aiding chains of evidence establishment.  

c) internal validity -show a causal relationship between outcomes and intervention/treatment 

(for explanatory or causal studies only). – The code system defined in frames of qualitative 

data analysis highlighted the interconnections between different sources of information and 

best practices, while ensuring internal validity. 

d) external validity –identify the domain to which study finding can be generalized. Tactics 

include using theory for single-case studies and using multiple-case studies to investigate out-

comes in different contexts. – Multiple case study design assured external validity. With five 

case studies conducted at different specifically selected companies, it was possible to formu-

late a theory of best practices that can be applied by any company in the domain of FLOSS 

governance. 

8. Study Limitations 

Specify residual validity issues including potential conflicts of interest (i.e. that are inherent in 

the problem, rather than arising from the plan). – The biggest limitation that arose during the 

case studies was that most of the documents related to the investigated topic were too confi-

dential to get direct access to them, so the main source of information were interviews with 

the companies’ employees.  

9. Reporting 

Identify target audience, relationship to larger studies (Yin, 2013) – The target audience of 

this thesis are companies using FLOSS in their software development and striving for effec-

tive FLOSS governance. The research contributes to the larger research domain of using 

FLOSS in commercial setting.  

10. Schedule 

Give time estimates for all of the major steps: Planning, Data Collection, Data Analysis, Re-

porting. Note Data Collection and Data Analysis are not expected to be sequential stages – 

Out of the six months devoted to this master thesis two months were spent on literature re-

view and case study preparation, three months on data collection and analysis and one month 

on reporting. 

11. Appendices 

a) Validation: report results of checking plan against Höst and Runeson’s (2007) checklist 

items – Can be found in Appendix C. 

b) Divergences: update while conducting the study by noting any divergences from the above 

steps. –There were no major divergences from the above outlined steps. 
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Appendix B Interview questions 

Interviewee Context 

1. What is your position in the company? 

2. What do your responsibilities include and how are you involved with FLOSS at your 

company? 

FLOSS in the organization  

3. How does your company use FLOSS? 

4. Does your company use FLOSS in the product development? 

5. Why are you using FLOSS in your products? Which benefits does it bring you? 

6. How long have you been using open source components in your products? 

7. Do you have established mechanisms for managing the use of FLOSS?  

7.1. what specific mechanisms? 

7.2. processes? 

7.3. tools? 

Strategy & Policy 

8. Do you have a documented FLOSS strategy/program? 

8.1. What are its most important points? 

8.2. Could we get access to this document? 

9. Do you have a documented FLOSS policy? 

9.1. What are its most important points? 

9.2. Could we get access to this document? 

10. Is creating and maintaining good relationship with FOSS community a part of your 

FLOSS policy? If so, how do you achieve this? 

11. Do you have the company employees as members of FOSS communities? Is this activity 

encouraged / regulated by the company? How? 

12. Do you contribute the modified code back to FOSS communities? Why / why not? 

13. Have you ever led / set up / sponsored FOSS projects? 

14. Do you provide FOSS trainings for your employees?  

14.1. What kind of trainings (formal, informal, what is the content etc.)?  

14.2. Do you organize trainings yourself or take help from consultants, e.g. Linux Foun-

dation? 

14.3. How often?  

14.4. For which employee groups? 

14.5. Success rates? 

15. Do you have guide-lining documents for FOSS usage?  

15.1. Do you have a mechanism to make these documents easily accessible? 

15.2. Do you host an internal FOSS web portal?  

15.3. Do you have an internal FOSS newsletter? 

People 

16. Who is responsible for making a final decision on which open source components to use? 

17. Do you have a centralized FLOSS governance team? 

17.1. Who are the members of this team? What competences are important? 

17.2. What are the responsibilities of the core team? Is being a member of the team a 

full-time occupation? 
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17.3. Is the centralized team responsible for final decision making / approval of which 

open source code / components to use? 

18. Do you have a position of Compliance Officer (Director of Open Source) or similar (the 

head of the core team)? 

18.1. Which competences are important for this role? 

18.2. What are the responsibilities of this person? 

19. Do you have an extended team / separate teams pro business unit? 

19.1. Who are the members of this team? 

Processes & Tools 

20. Do you have a documented FLOSS usage process? 

20.1. Could we get access to this document? 

20.2. What are the process phases? 

21. Who and how searches for open source components to use in a product? 

21.1. Is the search process regulated in any way? 

21.2. Are any tools used to foster the search process, e.g. a repository of FOSS ap-

proved for use? 

22. Who and how selects open source components to use in a product? 

22.1. Is the selection process regulated in any way? 

22.2. Are there any defined selection criteria? 

22.3. Are any tools used to foster the selection process, e.g. a repository of FOSS ap-

proved for use? 

23. Do you have an approval mechanism for FOSS usage in place? 

23.1. How does it work? 

23.2. Who is responsible for reviewing approval requests and granting approvals? 

23.3. Are any tools used to streamline this process? 

24. Do you use code scanning tools? 

24.1. What are the triggers for using these tools? 

25. How do you keep track of approved / used FOSS components? 

26. Do you have a process for a license compliance check? 

26.1. list of licenses allowed for use? 

26.2. using tools to check license compliance? 

27. How do you satisfy license obligations?  

27.1. updating user documentation?  

27.2. distributing open source code? 

27.3. automatization? 

28. How do you ensure compliance of your products in terms of FOSS usage before distribu-

tion? 

28.1. validation before distribution? 

29. How do you ensure that 3rd party software you acquire from suppliers is compliant? 

30. How do you monitor used FOSS components after deployment? 

31. Do you employ a holistic solution to connect all the tools used to support the process on 

each phase and streamline (automate) the entire process? 

Other questions 

32. Are there other FLOSS governance and compliance best practices you would like to men-

tion? 

33. Is there anything else you would like to mention? 

Optional questions 
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34. What is your academic / professional background? 

Note: The “how” questions imply that the interviewee will bring up the tools used for the 

mentioned activities, if any. 

Note: All the questions concern themselves with the common practices of conducting FLOSS 

governance. The question “how to get there?” (i.e. the practices for initial establishment of 

FLOSS governance) is intentionally left out of scope for this work, in order to narrow down the 

research focus.  
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Appendix C Researcher’s Checklist 

Case Study Design 

1. What is the object of study? – FLOSS governance and compliance practices at five differ-

ent companies. 

2. Is a clear purpose/objective/research question /hypothesis/proposition defined upfront? –

This exploratory case study is devoted to answering the following research question: ”What 

are the best industry practices of FLOSS governance and compliance?”. More detailed infor-

mation is presented under “Research question” section. 

3. Is the theoretical basis -relation to existing literature and other cases -defined? –Yes. Re-

lated Work section of the Research Chapter presents an overview of available literature on the 

topic and compares the literature review findings with the research implication of the con-

ducted study. 

4. Are the authors’ intentions with the research made clear? –Yes. The research intentions are 

presented in the Research Question section of the paper. 

5. Is the case adequately defined (size, domain, process…)? –The detailed description of the 

case contexts is given in Used Data Sources section. 

6. Is a cause-effect relation under study? If yes, is the cause distinguished from other factors? 

– each best practice pattern presented under List of best practices in the Elaboration chapter 

displays a cause-effect relation derived from collected data. 

7. Will data be collected from multiple sources? Using multiple methods? – most of the data 

was collected through semi-structured interviews with industry partners from five different 

companies. 

8. Is there a rationale behind the selection of roles, artefacts, viewpoints, etc.? – five compa-

nies for case studies were chosen through theoretical sampling based on certain criteria De-

tailed information is presented under Research Approach and Used Data Sources section of 

Research Chapter. 

9. Is the integrity of individuals/organizations taken into account? – Each company represents 

an integral organization with its own practices. 

Preparation for Data Collection 

10. Is a protocol for data collection and analysis derived (what, why, how)? –The case study 

protocol can be found in Appendix A. It addresses all the major steps of the case study re-

search. 

11. Are the planned methods and measurements sufficient to fulfil the objective of the study? 

– Computer aided qualitative data analysis was chosen as a method of analysis of collected 

data. This method is sufficient for achieving the objective of the study – deriving best prac-

tices of FLOSS government and compliance from the collected data. 

12. Is the study design approved by a review board, and has informed consent obtained from 

individuals and organizations? –The study design was approved by the responsible university 

chair and the informed consent is obtained from both individuals and organizations participat-

ing in case studies. 

Collecting Evidence 

13. Are data collected according to the protocol? –Yes. 

14. Are data recorded to enable further analysis? –Yes. 

15. Are sensitive results identified (for individuals, organization or project)? –Yes. 
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16. Are the data collection procedures well traceable? –Yes, the list of interview questions is 

presented in Appendix B and all the collected data is stored both as audio recordings of the in-

terviews and text files of interview transcriptions. 

17. Do the collected data provide ability to address the research question? –Yes. 

Analysis of Collected Data 

18. Is the analysis methodology defined, including roles and review procedures? –Yes, the 

qualitative data analysis methodology is used, with the help of the tool QDAcity. 

19. Is a chain of evidence shown with traceable inferences from data to research questions and 

existing theory? –Yes, each best practice presented in Elaboration chapter includes references 

to interviews and literature sources. Some best practices and the Results section of Research 

Chapter contain interview quotes. 

20. Are alternative perspectives and explanations used in the analysis? –Yes, each best prac-

tice is coded and includes references to the alternative perspectives. 

21. Are there clear conclusions from the analysis, including recommendations for practice/fur-

ther research? –Yes, the list of best practices can be used by companies striving for successful 

FLOSS governance. Section 2.6 presents a summary of the research results, while section 2.7 

presents limitations, conclusions and outlook for future research. 

22. Are threats to validity addressed in a systematic way? –The threats to validity are mini-

mized using robust qualitative data analysis methods, case study protocol and case study 

checklist. 

Reporting 

23. Are the case and its context adequately reported? –Yes. 

24. Are the research questions and corresponding answers reported? –Yes. 

25. Are the data collection procedures presented, with relevant motivation? –Yes. 

26. Are sufficient raw data presented? –Yes. 

27. Are the analysis procedures clearly reported. –Yes. 

28. Does the report contain conclusions, implications for practice and future research? –Yes. 

38. Is the report suitable for its audience, easy to read and well structured? –Yes. 
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